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SUMMARY 

This paper deals with a problem of software system evolution. When the software system is developed the programmer 
tries to transform his ideas about final properties of the system in running application using some programming paradigm.  
Properties of the software system have an important role not only in development process but also in later phases of 
lifecycle, especially when the modification of an existing system is needed. Therefore it is necessary to express them 
formally as clearly as possible. When properties are expressed unambiguous then the behavior of the system can be 
controlled and modified effectively. In our research project we concentrate on formalizing the development process in form 
of aspect weaving and try to make the process automated.  In addition, when the system is complex and complicated then it 
is appropriate to express it using multiple paradigms so we try to analyze the relations between functional, imperative, 
object-oriented and aspect-oriented paradigms that have crucial role for our goals. As can be seen, the principles of 
adaptive programming can be used in solution of software system evolution. 
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1. INTRODUCTION 
 

An evolution of software system starts already in 
human mind in the form of abstract ideas. The 
programmer tries to express these abstract ideas in 
the form of running software system using one of an 
existing paradigm. In order to develop such system 
he follows some progresses that can be reused in the 
following development as well as in later phase of  
maintainance and evolution. Nowadays, the main 
problem in this area is how to express these 
progresses in formal way, how to express in formal 
way the properties that system should satisfy and 
how to make an effective transformation to an 
implementation. A multiparadigm approach seems 
to be an appropriate way not only at the 
implementation stage but also at the specification 
stage of software system development. In solution of 
this problem also the principles of adaptive 
programming can be useful.  
 
2. MULTIPARADIGM APPROACH 
 

An important role in process of software system 
development and evolution has a way in which the 
problem is solved.  Different approaches that are 
used to solve the problem are defined by different 
paradigms.   

While simple programs can be effectively 
expressed using only one paradigm for example 
procedural, functional, object-oriented paradigm 
etc., large and complex software systems  are 
usually decomposed into  smaller and easier 
problems and require the use of different points of 
view to solve these particular problems. This means, 
the use of different paradigms in the sense of their 
combination and integration. The principles of 
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paradigm composition are described in [4] The use 
of different paradigms should contribute not only to 
a better and reliable software system development 
but also to a later process of evolution of an existing 
system.   

A multiparadigm approach seems to be an 
appropriate way to achieve this goal [1, 2]. 
Nowadays, there are many programming paradigms 
and languages that are used to solve particular 
problems in different ways and from different points 
of view. The existence of these paradigms and the 
fact that every paradigm has its advantage against 
the other leads to their combination and integration 
in order to develop a multiparadigm language. The 
advantage or disadvantage of particular paradigm 
depends on problem that will be solved because not 
every paradigm is appropriate to solve a certain 
problem. Multiparadigm programming languages 
have been envisioned as a vehicle for constructing 
large and complex heterogeneous systems [11]. 
 
3. TAKING ADVANTAGE OF PROCESS 

FUNCTIONAL  LANGUAGE 
 

Multiparadigm approach leads to two main 
goals: 

1. to overcome the specific limitations of each 
paradigm and 

2. to take advantage of the most useful 
characteristics of each one through their 
combination 

For our purpose of software system development 
and evolution a multiparadigm process functional 
language [2, 5] is be used. This language integrates 
and combines suitable properties of functional [6, 7], 
object-oriented, imperative and nowadays also 
aspect-oriented language [8, 9]. Generally, aspect-
oriented paradigm has been built as an extension to 
object-oriented and procedural languages but also 
functional languages can benefit from positive 
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properties of aspect-oriented approach. Aspect-
oriented programming languages provide facility to 
interrupt the flow of control in application at specific 
points (join points), and insert new computation 
(advice) at this point without modifying the original 
source code.  In order to triggered advice at specific 
join points, specified conditions defined by 
programmer should be met.  

When conditions are met an advice is woven in 
join point by weaving mechanism. The weaving 
mechanism seems to be an appropriate mechanism 
for change and control the behavior of the software 
system during its run time and for automatic 
implementation that is based on process functional 
paradigm and enables the process of evolution to be 
automated. 

 The process functional paradigm is based on 
pure functional language Haskell [6, 7]. Primarily, 
the pure functional language was enhanced to store 
the values in memory cell through environment 
variable. The environment variable expects some 
data value (value of some type T), but may also 
contains an undefined value. Also unit value () is 
used and has a function of control value to access 
the value stored in memory cell. On one hand, large 
software systems can communicate through the 
environment variables exchanging or accessing its 
values. On the other hand, the environment variable 
serves as an attribute for arguments of pure function. 
Such function with attributed argument is called 
process and environment variable is used only in 
type definition of the process.  There are two basic 
processes that can handle with values stored in 
environment variable – data process (data) a control 
process (control): 
 

data :: v T →  T    
data x = x 
 

a.) data process 
 

control  () →T 
 control () = () 
 

b.) control process 
 

Using environment variables, state can be 
manipulated like in imperative language. Data 
process is used to update value in environment 
variable and control process is used to access the 
value that is stored in environment variable.  Data 
and control processes as well as transformations that 
are supported in PFL are described in [2,5]. 

As mentioned above, a multiparadigm approach 
seems to be an appropriate way not only for the 
implementation stage of development process and 
evolution of software system but it has its 
application also at the specification stage.  

 
4. PROBLEMS WITH MULTIPARADIGM 

APPROACH 
 

In respect to use of multiple paradigms there 
exist some problems. On one hand, functional 
paradigm is simple and using mathematical 

formalism and constructions with a strict defined 
semantics the problem can be described effectively. 
Using functional languages, the reliability of the 
system, from the correct functionality point of view, 
can be increased. But on the other hand, using only 
functional languages not all real world events such 
states, input and output functions, error handling etc. 
can be expressed because of lack of side effects 
(lack of assignments). Therefore, functional 
language was extended using imperative, object-
oriented and nowadays also aspect-oriented 
paradigm.  

But also these paradigms have some 
disadvantages for our goal of software system 
development and evolution process.  Even though 
the object-oriented paradigm is very useful at the 
implementation stage by developing complex 
software systems there have been arise some crucial 
problems. First, from the point of view of 
modularization, not every part of object-oriented 
program can be expressed in modular way, for 
example the process of login. Even though  modular 
decomposition of software system there exist 
functionalities that cut  particular parts of source 
code across and can not be expressed in modular 
way. This leads to a tangled source code what cause 
problems from the development and evolution 
process point of view. To solve such kind of 
problems, an aspect-oriented paradigm have been 
developed [8, 9, 10, 15] that can express crosscutting 
concerns effectively through the use of modular unit 
called aspect.  

The main reason why we try to integrate this 
paradigm to PFL was described in section 3. The 
simple principle of weaving mechanism in aspect-
oriented paradigm is illustrated in Fig. 1.  

However, the process of weaving mechanism can 
be static or dynamic, in our research project we 
concentrate on dynamic weaving process because it 
can change and control the behavior of the software 
system during its run time. From the point of view of 
software system evolution, one of the most 
important aims is to solve the problem of separation 
of concerns. The problem of separation of concerns 
is described in following section. 

 

 
 

Fig. 1  Weaving mechanism principle
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5.  SEPARATION OF CONCERNS AND 
MODULARITY 

 
The decomposition of the problem into smaller 

sub-problems has a key role in a solution of large 
and complex software systems. The decomposition 
leads to modularization and it is known that 
programs that are modularized are easier and better 
to understand.   The approach of decomposition is 
applied in object-oriented paradigm and the 
modularity is obtained throughout the decomposition 
of system into objects which communicate to each 
other using message passing. There are three basic 
principles of object-oriented paradigm – 
encapsulation, inheritance and polymorphism that 
help the programmer to improve the specification of 
the language in regard of modularization and reuse.  
But even though modular decomposition of object-
oriented programs there still exist concerns 
(functionalities) that cut the different modules cross 
as mentioned above in section 4.  The concerns 
(features, requirements) can be changed hard 
because of their multiple locations in the program 
that need to be modified. There exist many special 
purpose concerns such concurrency, distribution, 
location control, failure recovery [9]. These 
concerns have a basic concern that is responsible for 
computational algorithm and basic functionality. 
These functionalities are called crosscutting 
concerns and can not be expressed in modular way 
so they leads to tangled and scattered code and 
reduce a program’s overall modularity. They make a 
program harder and costly to understand, develop, 
maintain and evolve. As can be seen, the modularity 
of the system is limited by presence of crosscutting 
concerns. The existence of crosscutting concerns 
affects negative also the process of software system 
evolution. Another disadvantage of object-oriented 
programs from the evolution point of view is strong 
boundaries between class structure and system 
behavior. On one hand this strong boundary limits 
flexible adaptability of system to new requirements 
and on the other hand the reusability of system is 
limited because of cross boundaries between 
particular parts of the system.  This problem can be 
solved using new programming approach called 
adaptive programming that principles will be 
described in the following section. 

 
6. TOWARD ADAPTIVE PROGRAMMING 

PRINCIPLES 
 

As mention above, the main disadvantage of 
object oriented and also aspect oriented paradigm 
are strong boundaries between class structure and 
the system behavior what limits flexible adaptability 
of the system to new requirements. New paradigm 
called adaptive paradigm tries to solve this problem 
so that it defines classes and methods for an 
application without its boundaries on class structure 
[12, 13, 14].  The main idea is to make boundaries 

between methods and data structures when it is 
needed only. The process of evolution is supported 
using class graph and propagation patterns. Class 
graph and propagation patterns represent a higher 
level of class specification and behavior. Based on 
this it is able to generate a source code. Adaptive 
program can be seen as a set of propagation patterns 
that define a restriction for classes. Adaptive 
program defines a set of programs that satisfy the 
restrictions defined by propagation patterns. Class 
structure that satisfies the restrictions is expressed as 
a class graph [14]. For such class graph propagation 
pattern generates an object oriented program. We 
can say that adaptive programs have also defined 
class structure and the behavior as object oriented 
programs, but the class structure is defined only 
particular using restrictions. The behavior is 
implemented also particular only. This means that 
methods are defined only when they are needed.  

Propagation patterns support the behavior of the 
system on a higher level of abstraction and 
implements the functionality for a group of classes 
while this group is expressed using specification. In 
the following there is an example of such 
propagation pattern. 

 
*interface* void function (Type* variable) 
*from* ClassA 
*to* ClassB 
*primary* ClassB 
(@ piece of source code; @) 

 
Adaptive programming represents also a new form 
of parametric polymorphism. This means that 
adaptive program is used for different kind of 
classes and specifies the information that is defined 
implicitly. Such kind of parametric polymorphism 
enables boundary between method and class in the 
phase of adaptation process. The idea of adaptive 
programming has its denotation especially from the 
viewpoint of flexibility of software system. It 
represents a higher level of abstraction   and one of 
the most important advantages is abstraction 
behavior and details of the system that has its 
amount in an evolution process.  

Multiparadigm approach for software system 
design has been proposed in [1]. Based on 
multiparadigm software system development and the 
concept of paradigm a new method of 
multiparadigm design with feature modeling has 
been developed. Application and solution domain 
have been modeled using conceptual modeling 
technique – feature modeling.  

In [3] a multiparadigm specification technique is 
presented. It is intended to help people organize and 
write complex specifications, exploiting the best 
features of several different specification languages. 
Complex systems have many heterogeneous aspects. 
It may not be possible to find a single specification
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language suitable for all aspects, and it may not be 
feasible (due to the complexity of each aspect) to 
specify some aspects in languages illsuited to them. 

Adaptive principles are useful for many 
applications of real-time systems [16], in which the 
problem of run-time adaptation of a language, 
instead of a system itself will play great role in the 
future. 
   
7. CONCLUSION 
 

The essence problem of software system 
development and evolution are system‘s properties. 
Nowadays, a significant problem is that these 
properties are often expressed not clearly in 
specification of the software system. If the 
specification is not clear then the behavior of the 
system can not be changed effectively.  Our future 
goal in evolution of software system is to express the 
properties of the system as clearly as possible in 
formal way using multiparadigm approach and try to 
predict these properties in the future applying 
decision rules in process of evolution. For the 
purpose of self evolving software system the 
principles of adaptive programming will be used 
because it seems that the idea and principles of 
adaptive programming can be used not only on an 
implementation stage but also at specification stage 
and not only in software system specification but 
also for the specification of the process of evolution. 
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